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Abstract—WiFi effectively has two extremes: low power con-
sumption and high latency, or low latency and high power con-
sumption. WiFi Power Save Mode saves energy by trading added
latency for less power consumption. Minimal latency but maxi-
mum power, on the other hand, is consumed with WiFi Active
Mode. While research has advanced in mitigating these extremes,
certain types of network traffic such as constant bitrate streaming
make the contrast unavoidable. We introduce Bluesaver, which
provides low latency and low energy by maintaining a Bluetooth
and WiFi connection simultaneously. Bluesaver is designed at the
MAC layer and is able to opportunistically select the most efficient
connection for packets while still assuring acceptable latency. We
implement Bluesaver on an Android phone and Access Point
and show that we can save more than 25% energy over existing
solutions and attain the capability of quickly adapting to changes
in network traffic.

Index Terms—Bluetooth, WiFi, smartphone, energy savings.

I. INTRODUCTION

ENERGY efficiency on smartphones is a driving factor be-
cause of limited battery life. Due to the always-connected

nature of smartphones, the efficiency of Internet access is
particularly important. Wireless networking choices for smart-
phones typically consist of either WiFi or 3G/4G networking.
When the mobile device is in a fixed location such as a home
or business, WiFi is faster and more energy efficient than 3G
networking [1]. Additionally, mobile plans typically place data
usage limits.

Although WiFi networking is more energy efficient than 3G,
considerable research has been done to make it more efficient.
The WiFi standard includes Power Save Mode (PSM) which
saves energy by sleeping during idle periods. Then periodically
the radio wakes up to detect if packets are waiting at the
Access Point (AP). While this is generally energy efficient, the
buffering of packets at the AP adds additional delay. Previous
work includes enhancing sleep periods during periods of inac-
tivity [2], [3]. While this body of work has made significant
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progress, the high power requirements for the WiFi radio
still allows room for improvements, especially for low bitrate
traffic.

WiFi is more efficient on a per-bit basis [4] than other radios
such as Bluetooth. An obvious question arises: should we not
always use WiFi? When the WiFi Radio is predominately idle,
ironically, this is also when it can be most inefficient. WiFi
drivers on smartphone’s come equipped with Adaptive PSM
[3], the ability to switch the current power mode between sleep
and active based upon the current data rate. When the WiFi
radio data rate is high enough where it triggers the Adaptive
PSM threshold, it will switch from sleep to Active Mode.
Active Mode in-turn can consume up to 20 times more energy
than Sleep mode when idle [5].

Others investigate the use of multiple radios [4], [6] to be
more energy efficient. For low bitrate traffic the low power radio
can be used, then when network traffic conditions change, the
schemes can adapt to the other radio. A major challenge to
this approach is that the act of switching between radios can
be an expensive operation. In [4], only a single radio is pow-
ered on at the same time. However, when network conditions
change, the other radio has to be powered on and configured
which can cause a delay of several seconds, consumes extra
energy each time a switch occurs and also terminates all ac-
tive sockets. A key challenge is to allow the use of multiple
radios without disrupting existing socket connections and al-
low rapid adaptation to changing conditions all while saving
energy.

In this paper we also investigate using Bluetooth and WiFi
with the goal of saving energy. In order to address existing
challenges of previous work, we focus on the ability to switch
between multiple radios without disrupting existing socket
connections and have the ability to switch between radios
immediately. We do this by implementing our solution at the
MAC layer. Recent developments in low power WiFi radios and
Bluetooth allow us to keep both radios active at the same time.
The inactive radio is kept in the low power mode.

Applications for which high network throughput is desirable
should use WiFi due to its superior speed (802.11n handles
speeds of 300 Mb/sec). But for typical smartphone Internet
traffic is high speed always necessary? According to a recent
study [7], data rates for mobile video are considerably less than
1 Mbit/sec. In fact fast data speeds may not be as common
as might be expected. Certainly for LAN applications high
throughput is expected and should be used. Internet connec-
tions, however, are magnitudes of order slower than the WiFi
router speed, throttled by [8] slower Internet routers and the
broadband connection speed.
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Bluetooth, explained further in the background section, has a
max data speed of about 2–3 Mbit/sec and a range of between
10–50 m. Constant bitrate traffic is a special case where the
WiFi connection is over utilized. The WiFi radio has to stay
on for the duration in order to minimize latency. However
if the bitrate is also below the maximum Bluetooth speed,
then Bluetooth is more energy efficient while maintaining an
acceptable latency. For certain types of traffic Bluetooth is a
viable alternative.

Significant WiFi network traffic exists that underutilizes the
WLAN connection. Are there other alternatives that will not
impede network performance and still save energy? While WiFi
PSM is energy efficient by sleeping during idle periods, the
added latency is unacceptable for many applications. Bluetooth
is an acceptable alternative and Bluetooth devices are present
in virtually all smartphones. Although Bluetooth can handle a
much smaller data rate than WiFi, Bluetooth power consump-
tion even in its highest power state is significantly less than
WiFi in Active Mode.

To address these concerns we introduce Bluesaver: A Multi
PHY Approach to Smartphone Energy Savings. Bluesaver com-
bines Bluetooth and WiFi together both at the phone and at the
Access Point. When the phone is in range of the Bluetooth
radio on the AP it can efficiently send and receive packets
over Bluetooth. When out of range or the requirement for a
higher data rate is requested, the phone uses WiFi. Bluesaver
is implemented on a Motorola RAZR Android phone and can
save 25% energy over existing solutions.

The individual traffic patterns of smartphones are difficult
to predict. While some applications such as Skype and web-
browsing may be ideal for Bluetooth, other applications such as
Youtube clearly benefit from WiFi. If the goal is to save energy,
how can you switch between the radios with minimal impact to
the user?

To address this problem, Bluesaver provides a mechanism
to seamlessly switch between WiFi and Bluetooth without im-
pacting current applications in such a way that will save energy.
Therefore, if current network traffic can be more efficiently
transmitted over Bluetooth, then the smartphone can seamlessly
switch between WiFi and Bluetooth for best efficiency.

In summary, the contributions of our paper are as follows:

• First, we propose a novel approach that allows seamless
switching between WiFi and Bluetooth without impacting
current applications while saving energy. The method
combines the low latency, low power consumption char-
acteristics of Bluetooth with high speed, higher power
consumption characteristics of WiFi implemented at the
MAC level.

• Second, we design and implement Bluesaver, a system
that combines Bluetooth and WiFi at the phone and at the
Access Point to send and receive packets efficiently while
still assuring acceptable latency.

• Third, we evaluate our system by comparing energy con-
sumption of Bluesaver and Wifi adaptive PSM. The results
show that Bluesaver can save up to 25% energy over
existing solutions for certain types of network traffic.
Additionally, we evaluate the system’s ability to quickly

switch between Bluetooth and WiFi by demonstrating its
adaptation to fluctuations in data rates and its connection
quality adaptation.

II. BACKGROUND AND MOTIVATION

In this section we cover the background section specifically
related to the Bluesaver architecture. Since Bluesaver covers
both WiFi and Bluetooth, we give a brief overview of both WiFi
Power Save Mode (PSM) and Bluetooth. While WiFi PSM does
save energy, it has the downside of adding considerable delay.
Bluetooth has the advantage of a low power solution when low
data rates can be used. We show that combining elements from
both Bluetooth and WiFi PSM, we can potentially save more
energy while minimizing delay.

A. WiFi PSM

WiFi PSM is part of the original 802.11 spec first standard-
ized in 1999 [9]. WiFi clients connecting to an Access Point
(AP) can negotiate a low power state. In this way, the client’s
radio will remain off, while incoming packets are buffered at
the AP. Specifically, each beacon interval (typically 100 ms),
the AP broadcasts a beacon frame, and the client wakes up
to receive it. This frame includes a Traffic Indication Map
(TIM) indicating clients having at least one frame buffered
at the AP. If the client is indicated in the TIM, it downloads
the frames from the AP by sending a PS-POLL frame. Upon
receipt of a PS-POLL, the AP sends frames to the client. When
the client has downloaded all the buffered frames, it switches
to the sleep mode [10]. While this approach works well for
power saving applications, it adds an approximate 100–300 ms
of delay caused by the buffering of packets during the beacon
intervals.

Recently, there have been several alternatives to PSM. Most
deal with switching between Active Mode and PSM. Active
Mode requires the WiFi radio to remain active, requiring signif-
icantly more power. Adaptive PSM as described in [3], [11] use
an approach to adaptively switch to Active Mode based upon
the observed data rate. When the data rate drops, the WiFi radio
switches back to PSM. The “switching” occurs by sending a
NULL management frame from the client to the AP. The client
sets the power management bit according to whether active of
PSM mode is desired. If switching from PSM to active, the
buffer on the AP is first cleared using a PS-POLL management
frame, also initiated by the client.

As shown in Fig. 1, still the underlying trade-off with latency
and power remain as WiFi research challenges. The data in
the figure published in [5] shows that WiFi is suited for high
speed operations. Network traffic with moderate data transfer
speeds will either suffer high latency or consume extra power.
Therefore, it is logical to investigate the use of other means of
transmitting data that falls into this category.

B. Bluetooth

Bluetooth, in contrast to WiFi, is designed with low energy
and small distance in mind. Data rates have an upper bound
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Fig. 1. WiFi energy latency tradeoff. Measurements reflect recently published
measurements on smartphone WiFi PSM.

between 1 Mb/sec to 3 Mb/sec with version 2.0 [12] enhanced
data rate. Additionally the range is limited to around 50 m with
the BT 4.0 specification, compared to 100 m WiFi range, while
older versions are limited to approximately 30 m. Bluetooth is
effectively used for a variety of close range applications such
as streaming audio to headsets to peer to peer data sharing
applications.

One disadvantage of sharing peer data via Bluetooth is that
the slower speed can take a significant amount of time when
large files are transmitted. In order to address this concern, the
3.0 specification has included the High Speed (HS) [13] speci-
fication. This specification allows files to be transmitted at high
speed by utilizing the high speed capabilities of a co-existing
WiFi card. The connection is established with Bluetooth and
then the file can be transmitted to the peer (which also must
support HS) via WiFi.

The 3.0 HS specification provides the capability for Blue-
tooth connections to ultimately be more energy efficient for the
transmission of large files. Additionally, when having a con-
stant stream based connection such as a Bluetooth headset for
streaming audio, it is more energy efficient to utilize Bluetooth
than the higher energy cost WiFi. WiFi is energy inefficient
when it comes to streaming audio or other applications that
require small data rates, since in such cases, WiFi is forced to
use the high speed, high power radio, which results in higher
energy consumption.

C. Motivation

In this subsection we investigate cases where WiFi alone
can use some improvement from an energy savings perspective
and look to see how prevalent such cases are. Specifically, we
examine cases where either bandwidth is limited, or streaming
applications such as video or audio are in use.

In Fig. 2, we see the bandwidth required over time as
a Youtube video is watched on a recent Motorola Android
smartphone. As can be seen, the bandwidth tends to spike and
then quickly drop off. Static video content, typically delivered
in chunks can take advantage of the speed and efficiency of a
WiFi connection. In this case, WiFi handles the bursty nature

Fig. 2. Youtube typical broadband connection.

Fig. 3. Skype audio typical broadband connection.

of static video content providers such as Youtube efficiently.
The WiFi driver is suited to quickly switch to Active Mode
and download the next available chunk of video. As can be
seen the broadband connection allows connections of up to
approximately 3 Mb/sec, and so WiFi is a good fit.

In Fig. 3 we see a different story. In this case, instead of
bursty traffic, we see the bandwidth of a constant bitrate live
streaming Skype call. Fig. 3 shows a trace of a Skype audio
call between two users. In this case, the trace shows a constant
bandwidth of slightly less than 100 Kb/sec which ends approx-
imately 2.5 minutes later. The bandwidth is high enough that
the WiFi driver will switch to Active Mode, thus minimizing
latency. However, due to the higher power requirements of the
WiFi radio, the lower bandwidth requirements of this particular
application could just as easily be fulfilled by another radio such
as Bluetooth. This wastes unnecessary energy and can use some
improvement.

Fig. 4 shows a Skype video call that was set to high quality
and again is at a constant bitrate. In this case, the bandwidth
requirements are approximately ten times higher than that of
the previous audio call, only slightly below 800 Kb/sec. Note
that since the constant bitrate never exceeds 1 Mbit/sec, the
WiFi radio again is under-utilized. Even at the highest available
video streaming rate, Bluetooth is a viable alternative for video
streaming. Bluetooth, with its lower power draw, could be
used to save energy. At the same time since the connection is
below one megabit per second, the QoS requirements are not
impacted.
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Fig. 4. Skype video typical broadband connection.

As we have shown, for constant bitrate network traffic, WiFi
is under utilized. In order to minimize delay, the WiFi radio
must be kept active most if not all of the time. Therefore, the
use of an alternative radio such as Bluetooth could easily be
utilized to save energy.

For video streaming at HD, the video streaming is peaked
at 1.5 Mb/sec [14], which is available for premium members
only; not available as an option for the Android client. The more
likely high quality video streaming is at 500 Kb/sec. Facetime
has been measured in [15], with results less than 400 Kb/sec.
Clearly in these cases the WiFi radio is mostly idle.

Limited Bandwidth: How realistic is the case of limited
bandwidth for WiFi connections? Clearly WiFi Wireless LAN
connections are getting anything but slower. WiFi 802.11n for
instance supports speeds up to 300 Mbit/sec. However, research
conducted recently by Dogar [8] shows that the bottleneck is
not the high-speed WiFi connection between the AP and the
client, but rather between the AP and the Internet. Therefore
it is entirely plausible to have a smartphone with a 300 Mb
connection to the AP and a 1 Mb connection to the Internet.

By finding opportunities where traffic patterns meet the cri-
teria above where Bluetooth consumes less energy than WiFi,
we can exploit these periods to save energy on smartphones.

III. BLUESAVER DESIGN

We have described the challenges facing WiFi clients. To
address these challenges, we introduce Bluesaver: Multi PHY
approach to smartphone energy savings. In this section we
describe the system architecture and discuss the design of the
Bluesaver system. Bluesaver has been designed to function at
the MAC layer. Both radios are kept on simultaneously. This
way, packets can be sent either via Bluetooth or via WiFi. To
save energy, both WiFi and Bluetooth connections are kept in a
low power state when idle to save energy.

The Bluesaver design consists of a modified WiFi AP which
also includes a Bluetooth adaptor. The client is an Android
smartphone which also includes WiFi and Bluetooth. The lab
setup is shown in Fig. 5. While our lab setup is used with a
smartphone, Bluesaver can be used with any system that has
multiple radios. Bluesaver could be easily extended to laptops
and tablets.

Fig. 5. Lab setup.

Fig. 6. Bluesaver architecture.

Architecture: The Bluesaver architecture is spread out be-
tween the client portion running on the smartphone and the
WiFi AP shown in Fig. 6. It is comprised of three main com-
ponents: The Health Monitor (HM), the Bluesaver Connection
Manager (BCM), and the Sending Decision Manager (SDM).
All of these separate components used together are responsible
for switching packets over the best available PHY interface.

The HM component is responsible for tracking the health of
each Bluetooth connection. When a Bluetooth connection with
a peer is established, the HM monitors traffic going through the
device. Specifically, for each connection the HM component
is responsible for monitoring the current data rate, connection
status, packet loss and delay. Once this information is gathered,
information can be passed onto the SDM in order to determine
through which interface the packet should be sent.

A crucial part of the HM component is the Bluetooth Avail-
ability Manager (BAM). This component is responsible for
checking the connection status of the peer. The BAM deter-
mines the health of the peer, using l2ping which is similar
to ICMP ping but instead uses Bluetooth l2cap packets. To
save energy, the BAM operates periodically, currently once per
second and only when network traffic is observed.

The bulk of the HM operation occurs within an asynchronous
timing thread that re-occurs every second. If a new packet has
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Fig. 7. Bluesaver design.

been transmitted in the past second, that is if any network
traffic has been observed, the current connection quality and
the current data rate are updated. If the data rate exceeds the
threshold of what Bluetooth can handle (1.5 Mb/sec) then
UseBluetooth is set to false. Additionally, if the results of
the RTT observations retrieved by the BAM using l2ping
either fails (unable to connect) or shows an unacceptable
latency (greater than 100 ms), then UseBluetooth is set to
false.

The HM notifies BAM to refresh the latest health statistics
through a netlink socket. The BAM (which is running in
userspace) sends an l2cap ping to the peer only when current
traffic is detected. We use an l2cap ping operation because
Bluetooth devices have l2ping operation enabled by default as
part of the firmware. We send 4 packets and record the average
RTT (the firmware of most devices closes the socket after
4 packets). If the delay is determined to be more than 100 ms,
then we assume that the connection is unsuitable, and BAM
then sends a notification through the netlink socket. The BAM
currently only runs on the AP.

When a packet is ready to be transmitted, the SDM de-
termines which interface will be used. Fig. 7 describes the
interaction. When the host OS sends a packet, it will pass the
packet onto the driver. Bluesaver will intercept that packet and
determine which interface to use. When the packet is placed
in the transmit queue, the PHY interface to use is determined
via the UseBluetooth variable. Then the packet will be either
transmitted through the WiFi driver or through Bluetooth.

Once these parameters have been obtained, a decision is
made whether the connection is suitable for Bluetooth opera-
tion. If a threshold is crossed for either latency, packet loss or
data rate, the variable UseBluetooth is set accordingly. At this
point when an outbound packet destined for the WiFi interface
is queued in the driver transmit queue, the WiFi driver will
either transmit the packet directly if set to true, else the BCM
will transmit the packet over the Bluetooth interface. The AP is

also elaborated in Algorithm III-1. Note that we only highlight
key parts that require changes to the state-of-the-art.

Algorithm III.1: AP()

while no packet queued

do
{

wait for a packet

choose interface to transmit
set transmit flag
if UseBluetooth == true
then {//transmit via Bluetooth
else {//transmit via WiFi

The AP is responsible for checking the health of each client
through the HM component as described earlier. When a deci-
sion is ultimately made to send via a specific PHY interface,
an important consideration is to keep this decision in sync
with the client. That is, when the AP sends packets over WiFi,
the phone should also send over the same medium. In order
to accomplish this, we have a much simpler design on the
client. The client’s initial setting is set to UseBluetooth. The
AP will determine the overall health of the system using the
method previously described and the appropriate PHY will be
selected. On the client, when a packet is received on a different
interface than what is expected, the local UseBluetooth will be
set accordingly. For instance if the client is sending packets over
Bluetooth, but then receives a packet over WiFi, UseBluetooth
will be set to false. For the sake of clarity, the client is also
elaborated in Algorithm III.2. We only highlight key parts that
require changes to the state-of-the-art.

Algorithm III.2: CLIENT()

//set Bluetooth as default
UseBluetooth = true
while exists a buffered packet

do

⎧⎪⎪⎪⎪⎪⎨
⎪⎪⎪⎪⎪⎩

download a packet
if packet received over WiFi

then

{
//switch to WiFi
UseBluetooth = false

end
{
//keep using Bluetooth
UseBluetooth = true

The Bluesaver Connection Manager (BCM) is responsible
for transmitting Bluetooth packets through the system. It does
this by opening a Bluetooth l2cap socket to the peer. When
l2cap packets are received over this socket, the packet will be
passed to the host so that the host OS cannot differentiate it
from a WiFi packet. In order to accomplish this, the Bluetooth
MAC addresses are replaced with the WiFi source and desti-
nation MAC addresses in an 802.3 header that the host OS is
expecting. When packets are transmitted over Bluetooth, they
are taken from the WiFi driver transmit queue and sent over the
l2cap socket.

On the AP, the BCM requires one Bluetooth adaptor for
a single client. A single Bluetooth adaptor can also scale to
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multiple clients, since our implementation requires a separate
l2cap port for each client. Depending on the traffic loads from
each client, the combined bandwidth of multiple clients could
overwhelm a single adaptor. In this case, additional Bluetooth
hardware can be used to support multiple users. Our initial
design is to dedicate a single Bluetooth adaptor to each client.
In future, we plan to extend this to make this more extensible by
extending the BCM to have multiple socket connections to the
Bluetooth adaptors on the AP. Then utilize an appropriate load
balancing scheme to determine which destination interface to
which to transmit.

By operating at the MAC layer, Bluesaver is able to quickly
adapt to adverse network connections and switch quickly be-
tween WiFi and Bluetooth.

IV. EVALUATION

We implement Bluesaver on the Motorola RAZR [16] phone.
The RAZR comes with Android version 2.3.5 and Linux ker-
nel version 2.6.35.7. The WiFi AP is implemented on a PC
equipped with Ubuntu 12.04, an ath9k WiFi driver and an ath3k
Bluetooth driver. The implementation consists of a Linux kernel
module on both the phone and the AP. The workstation is
equipped with a Qualcomm-Atheros reference design PCI card
[17] that includes both Bluetooth 4.0 and WiFi capabilities. The
Bluetooth Availability Manager (BAM) is implemented as a
user level daemon process. Further implementation details are
elaborated in the Appendix.

To evaluate the system correctly, we must show that it first
saves energy over existing solutions. Second, we must show that
Bluesaver can adaptively switch between Bluetooth and WiFi
due to changing network conditions.

This section consists of our evaluation method followed by
the energy comparison section. We conclude with an evaluation
of how Bluesaver responds to dynamic network conditions.

A. Evaluation Method

To measure the power consumption, we use the Monsoon
[18] power monitor as previously in [19], [20]. The Monsoon
bypasses the existing battery and provides power to the phone.
It measures the instantaneous voltage and current with a sample
rate of 5 kHz. We can then determine the overall system
power draw over a given time interval. In order to isolate the
power consumption specifically to the test in process, we enable
“Airplane” mode which disables all PHY interfaces. Then the
interface that is about to be tested is explicitly enabled. Ad-
ditionally, we make a best effort attempt to disable all services
and background processes running on the phone during the test.

B. Energy Comparison

To assess the energy comparison between Bluesaver and
Wifi adaptive PSM, we compare power consumption levels
between WiFi and Bluetooth first for data rate throughput
testing. Second, we compare the power consumption of video
streaming at incrementally increasing data rates between the
AP and the phone. In this section we are ultimately comparing

Fig. 8. Bluetooth vs. Adaptive PSM power consumption. Adaptive PSM
consumes between 20% more and 35% power than Bluetooth.

the power and energy consumption of Bluetooth vs. WiFi.
Although Bluesaver can handle both cases, it can really save
the most power and energy when using Bluetooth.

We measure the throughput by sending ICMP ping. By
varying the packet size and packet sending rate, we were able to
accurately measure throughput and data rate. The reason ICMP
ping was used for throughput testing, is that it is an accurate bi-
directional throughput testing tool. Since the payload size for
ping packets is identical for sending and receiving, the sending
and receiving operations are equally tested. This is especially
important for WiFi. Recall from the Background section that
when WiFi is in PSM mode, receiving packets that are queued
at the AP has an added delay of several hundred milliseconds.
ICMP ping therefore places equal weight on sending and re-
ceiving packets.

Using ICMP ping for throughput testing, we test bitrates
from 50 Kb/sec up to 1400 Kb/sec, as can be seen in Fig. 8.
We initiate the test from the phone to the AP. For the entire
bitrate range that we test, the Adaptive PSM implementation
within the WiFi driver switches to CAM for a majority of the
time resulting in extra power consumption. Clearly the WiFi
driver is performing the best it can under the circumstances.
Recall from the Background section that staying in PSM will
result in unacceptable delay, while staying in CAM results in
the higher power consumption. Within the bounds of the bitrate
range that we test, Bluetooth is more efficient than WiFi. Once
the rate exceeds 1500 Kb/sec, we start to see packet loss and
added RTT delay over the Bluetooth radio. Therefore, as part
of the Bluesaver design, when the rate exceeds 1500 Kb/sec,
we switch to WiFi to minimize delay.

As can be seen, Bluetooth consistently saves between 20%
and 35% power consumption compared to WiFi adaptive PSM.
This shows that when data rates are within this range, Bluetooth
should be used to extend the battery of smartphones.

This result also shows an interesting trend. In [5], the power
consumption of CAM mode on an Android smartphone from
2010 was measured to approximately 20 times higher than that
of PSM around 720 mW when idle. Note that with the Motorola
RAZR, which came on the market less than two years later,
we find that the WiFi driver is much more efficient, approxi-
mately 375 mW with a light load of 50 Kb/sec. The reasons



PYLES et al.: BLUESAVER: MULTI-PHY APPROACH TO SMARTPHONE ENERGY SAVINGS 3373

Fig. 9. Bluesaver vs. WiFi streaming video energy comparison. Bluesaver
saves up to 25% energy for bitrates ranging from 64 to 512 kbps.

Fig. 10. Bluesaver vs. WiFi streaming video power comparison. Bluetooth
consistently uses less power than WiFi.

for this improvement are not that clear, however, it could be
that the Adaptive PSM implementation has been improved as
well. Even with these improvements, Bluetooth is still a better
alternative with lower bitrate network traffic.

Video Streaming: According to [7], 80% of videos for smart
phone traffic use a bitrate of less than 256 kbps. In order
to evaluate the energy efficiency of Bluetooth, we setup a
streaming server located on the same LAN as the AP. We set the
video streaming server VLC to stream via RTSP and streaming
at video bitrates from 64 kbps to 512 kbps. We measure the total
energy consumed and compare to Adaptive PSM.

We install a popular RTSP streaming application called
MoboPlayer on the phone. This application is capable of
playing back RTSP stream over the Internet. We measure the
average power consumption during the test and measure the
total time taken to play back the entire video at the various
bitrates. This particular application requires time to buffer the
video stream before it is played back. Figs. 9 and 10 show the
results of this test. In Fig. 10, it is quite clear that Bluetooth
consumes much less power than WiFi in all tests.

Since we are using the RTSP protocol for streaming, there
are several seconds of buffering that occurs before the stream
actually begins playing. In this case, WiFi clearly has the
advantage due to its superior speed. Therefore, the Bluetooth

Fig. 11. Rate adaptation: Bluesaver switches from Bluetooth to WiFi while
sequentially downloading a 10 MB file followed by a 100 MB file without
interrupting the download.

energy results, shown in Fig. 9 reflect a more modest en-
ergy savings ranging from 25% for video codec streaming at
64 kbps to 13.5% at 512 kbps. This shows that even if a
streaming protocol requires extra time for buffering, Bluetooth
is still a better solution for streaming video.

C. Network Adaptation

In this subsections we demonstrate that Bluesaver has the
ability to quickly switch between Bluetooth and WiFi. A key
characteristic of the Bluesaver architecture is to nimbly switch
between radio types with minimal delay. In order to thoroughly
test this aspect of Bluesaver design, we test two key compo-
nents. How quickly does Bluesaver adapt to fluctuations in data
rates. Second, we address connection quality adaptation. That
is, how quickly and how does Bluesaver adapt when the phone
is outside of the useful range of Bluetooth and still within the
useful range of WiFi.

Data Rate Adaptation: We measure the responsiveness, or
how quickly the system can detect changes in data rate and
respond accordingly. When the AP first starts to send packets
to the phone, the data rate spikes above the Bluetooth data rate
threshold of 1.5 Mbit. When the data rate exceeds the threshold,
the AP will switch from Bluetooth to WiFi. When the phone
detects that packets are received on the WiFi interface, it will
disable Bluetooth and transmit packets over WiFi. When the
data rate again drops below the threshold, it again switches back
to Bluetooth.

We place a 10 MB and 100 MB file on a web server running
on the same subnet as the AP. We then proceed to download
the file using an http client on the phone. This is the worst
case energy-wise for Bluetooth because the high WLAN speeds
available over WiFi make Bluetooth inefficient. Fig. 11 shows
the results of this test. We first download a 10 MB file, then
wait a few seconds and download the same 10 MB file again.
A few seconds later, we download the 100 MB file. As soon as
the first download starts, Bluesaver rate adaptation detects that
the download speed exceeds what Bluetooth can handle. At that
point, it switches to WiFi. The packets are received over WiFi to
quickly download the file. When the file is done downloading,
the connection falls back to Bluetooth to save energy.
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Fig. 12. Room layout showing lab environment for connection adaptation
evaluation.

Fig. 13. Connection adaptation: Bluesaver switches from Bluetooth to WiFi
when Bluetooth connection issues are detected. A constant ping from the server
to the phone was done for the duration of the test. When the switch to WiFi
occurs at around 30 seconds, the ping test is unaffected.

We note that during the test, the WiFi driver did switch
between CAM and PSM during the download as noted in the
figure. It is not clear why the WiFi driver switched to PSM
during the middle of the transfer. However, this explains the
dips shown in the download of the 10 MB files and shown
especially clearly in the 100 MB file. Additionally, due to
limitations (or a configuration error) of the AP software, we
were unable to exceed speeds of 10 Mb/sec.

Connection Adaptation: We measure how quickly Bluesaver
can adapt to changes in the network environment. To perform
this test, we setup a Bluesaver enabled AP in a building de-
scribed in Fig. 12. We initially setup WiFi only and walked from
within one meter of the AP to points A, B,C,D, then A,B,C,D
again. After which we proceeded back to the AP. The total
distance from the AP to point D is about 10 meters. During
the duration of the test we setup an ICMP ping running on the
AP that will record the RTT time.

The results of this test are shown in Fig. 13. The WiFi results
show that around time 50 and 100 s the phone experienced
extreme packet loss and was unable to respond for several
seconds. Tracking down the root cause of packet loss is chal-
lenging, but most likely this is the result of a combination of
the fact that the phone was rapidly moving and the multiple
obstructions between the phone and the AP.

The same test was then performed with Bluesaver enabled. In
this case, the Bluetooth Availability Manager running on the AP
sent a steady l2ping to the phone during the duration of the test.
At 30 seconds into the test, the BAM was unable to connect to
the phone over Bluetooth. Immediately, the HCM was notified

over the netlink socket and it started sending packets over
WiFi for the duration of the test until the phone got back into
Bluetooth range of the AP again. The phone then detected that
packets were retrieved over WiFi and in turn started sending
packets over WiFi as well.

The result is that at 30 seconds into the test, there is no
perceptible difference in the RTT measurement. This shows
that Bluesaver can switch between radios without adding any
additional delay. After 30 seconds into the test, we see severe
WiFi related packet loss similar to the WiFi only test which in
this case is unavoidable.

We have shown that Bluesaver can adapt to fluctuating data
rates and adverse network connection issues. Furthermore,
Bluesaver is able to save energy when using low data rate
applications by as much as 25% over existing solutions.

V. DISCUSSION

In this section, we discuss potential limitations of the Blue-
saver system and other related matters that may concern readers.

When a packet is ready to be transmitted, Bluesaver deter-
mines the network interface to send through. The decision is
made based on the recent history of the network traffic. While
this is true that Bluesaver may not always provide optimal
energy savings due to varying network quality, the system
utilizes a simple yet energy efficient moving average based
on previously measured network quality parameters. Certainly,
there is no way to predict the future, but by sampling over the
past several seconds we can determine with high confidence
whether it is appropriate to switch to another interface.

Bluesaver utilizes l2ping to determine the health of the
connection. This is a standard approach to test the commu-
nication quality with a Bluetooth device. It provides timing
information on how long it takes to send and receive packets
of a certain size. The only required parameter is the address
of the Bluetooth device to ping. While it is true that this
introduces additional energy overhead, the l2ping packets are
very small (44 bytes), and the amount of the energy required
is minuscule. Moreover, the system sends an l2ping to the peer
only when current traffic is detected, which means the l2ping
energy overhead occurs only when data is being transmitted.

Bluesaver requires an AP to have a Bluetooth radio, which
adds to the hardware complexity and the cost of the AP.
However, thanks to the recent advancements in the radio tech-
nology, it is now possible to add the Bluetooth capability to
an AP through adapters in a simple and affordable way (from
$10.95 [21]).

The proposed scheme does not add any modification at the
physical layer, therefore it cannot be a potential source of
any Bluetooth/WiFi glitch or cross-interference. Bluetooth and
WiFi are enabled simultaneously on many devices, and the
two interfaces are naturally designed so that there is a minimal
probability of radio collisions.

As discussed in Section III (10th paragraph), the client
utilizes a simple mechanism to identify the AP’s radio in use via
the UseBluetooth variable. The client assumes that the AP uses
Bluetooth by default, and the UseBluetooth variable is set to
true. When a packet sent from the AP is received on a different
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interface than what is expected, the client’s local UseBluetooth
will be set accordingly. For instance, if the client is sending
packets over Bluetooth, but then receives a packet over WiFi,
UseBluetooth will be set to false.

Section III (4th and 7th paragraph) elaborates switching cri-
teria, where in addition to the data rate, Bluesaver also considers
the connection status, packet loss, and delay. Specifically, the
Health Monitor gathers the mentioned information, and passes
onto the Sending Decision Manager in order to determine
through which interface a packet should be sent. For instance, if
the delay is determined to be more than 100 ms, then the system
assumes that the connection is unsuitable.

This work proposes to switch between the WiFi and Blue-
tooth interface to save power consumption. It may be also
interesting to investigate opportunities of increasing data rate
through the simultaneous use of both interfaces. We believe that
it may be faster, but probably not as fast as some other standards
such as 802.11ac approved in January 2014 [22]. This is out of
the scope of our work that primarily focuses on power saving
opportunities. We reserve this therefore for future work.

The fact that the proposed solution requires that smartphones
have Bluetooth presents no serious limitation. According to
[23], the market for smartphones is forecast to reach almost
700 million units by 2015, with Bluetooth technology incor-
porated in all such phones.

VI. RELATED WORK

Although there is a significant body of work focused on
mobile energy efficiency, we focus primarily on those closely
related to Bluesaver.

Multiple PHY: We found a few papers that focus on com-
bining multiple radios for best efficiency. ZiFi [24] and Blue-
Fi [25] use low power radios to detect the presence of WiFi
access points. Coolspots [4] uses a combination of Bluetooth
and WiFi to save energy. However, only one radio is active at
the same time causing serious delay and dropped connections
when switching between radios. BlueStreaming [26] also uses
WiFi and Bluetooth. Both radios are on at the same time with
2 separate IP addresses. This is a serious limitation, since ap-
plications have to be specifically designed to bind to one of the
IP addresses. Bluesaver uses both WiFi and Bluetooth but it ap-
plies a completely different approach. Since it is implemented
at the MAC level, it is able to seamlessly switch between radios
without impacting applications. Ylitalo et al. [27] present an
interface selection mechanism for multihomed mobile hosts.
However, the decision-making process depends on user-defined
preferences, which makes it impractical to ordinary users and
inefficient for energy saving purposes. Friedman et al. [28],
[29] provide a study on power and throughput tradeoffs of
WiFi, Bluetooth, and other interfaces in smartphones, but do
not go beyond offering theoretical analysis and insights for
phone developers. SwitchR [30] devises a multi-client switch-
ing policy enabling communication among clients within a
multi-radio environment. However, the work does not go far
beyond providing the framework and policies. Moreover, its
architecture requires a Bluetooth gateway, a device that func-
tions as a Bluetooth AP, which presents additional complexity

to deployment. Corvaja [31] conducts a theoretical analysis
and simulation of the QoS performance under different traffic
and network density conditions for handoffs from Bluetooth to
WiFi. Our work proposes a practical approach to smartphone
energy saving through conscious switching between the WiFi
and Bluetooth interface. The system is implemented on an
Android-based smartphone and a Linux-based access point.

Client Modifications: Numerous client side research exists
addressing the problem of making the client more energy
efficient. Micro power management [2] predicts and utilizes
microsecond sleep periods to save energy. While others [3], [32]
focus on application specific traffic shaping based upon priority
or sensitivity to delay; traffic not sensitive to delay or given a
low priority is forcibly sent through PSM. Others [5] examine
application specific idle periods to save energy by switching
to PSM during idle periods. PSM-throttling [33] uses traffic
shaping to streamline TCP traffic for PSM efficiency. E-Milli
[34] uses a downclocking scheme which reduces the voltage
to the WiFi driver during idle listening times. Bluesaver is
complementary to these approaches; client side enhancements
can be extended with the use of multiple radios.

Infrastructure Modifications: Others have modified the
wireless infrastructure to be more efficient. Napman [11] uses
a fair energy-aware scheduling algorithm to increase WiFi effi-
ciency. Sleepwell [35] reduces client collisions with the use of
multiple APs staggered at different time intervals while Catnap
[8] exploits the difference between WLAN and WAN speeds.
Others [36] explore the use of proxies to reduce client-side
polling. All of these approaches save energy by streamlining
the wireless traffic to and from the client. These approaches
are complimentary to Bluesaver; any enhancements in the
infrastructure to make WiFi more efficient will also enhance
Bluesaver.

Bluetooth and WiFi Standards: Bluetooth low energy
(BLE), also known as Bluetooth Smart, is a Bluetooth tech-
nology designed by the Bluetooth Special Interest Group, and
merged into the main Bluetooth standard in 2010 as part of the
Core Version 4.0. [37]. BLE 4.0 provides reduced power con-
sumption while maintaining a similar communication range.
Additionally, the version is already supported in a number
of devices, including the Motorola RAZR phone used in our
experiments (see full list of supported devices at [38]). BLE 4.0
and our proposed solution are therefore mutually inclusive. Fi-
nally, the RAZR device is also shipped with WiFi 802.11 b/g/n
that supports scheduled APSD (S-APSD) and unscheduled
APSD (U-APSD), also known as WiFi Multimedia (WMM)
[39]. This technology increases the efficiency and flexibility
of data transmission. Specifically, the client device can doze
between packets to save power, while the access point buffers
down-link frames. The client chooses the time to wake up and
receive data packets to maximize power conservation without
sacrificing Quality of Service. Clearly, this is complementary
to Bluesaver.

VII. CONCLUSIONS AND FUTURE WORK

Smartphones suffer from the dilemma that network traffic to
and from the device either has excessive latency and low power
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consumption or low latency with high power consumption. To
address this problem, we have presented Bluesaver, a novel
approach that combines the low latency, low power consump-
tion characteristics of Bluetooth with high speed, higher power
consumption characteristics of WiFi implemented at the MAC
level. We have demonstrated that Bluesaver is able to adapt
to changing network conditions by routing network traffic be-
tween different PHY interfaces. Finally, we have demonstrated
that we can save up to 25% energy over existing solutions for
certain types of network traffic.

In future work, we plan to extend the Bluesaver platform to
better support multiple clients. As we described in the Design
section, our current solution is to pair a single client with a
dedicated Bluetooth adaptor. In future, we plan to extend this
approach to use a load balancing algorithm to more efficiently
support multiple clients.

APPENDIX A
IMPLEMENTATION DETAILS

In this section, we discuss implementation details of the
Bluesaver system and its key challenges.

One of the challenges faced with the implementation is that
the smartphone comes with a locked bootloader. This makes it
nearly impossible to modify the kernel. Therefore, all of our
modifications had to be done within the confines of a kernel
module. Due to this limitation, we were unable to access health
related statistics from the Linux kernel from the Bluetooth
device because the symbols were not exported. Also due to
differences in the Linux kernel between the AP and the phone,
the Bluetooth kernel API’s were slightly different.

The BCM component requires modification to the WiFi
drivers on both the phone and AP. When a packet is about to
be transmitted over WiFi in the driver, we modify the transmit
portion of the WiFi driver to check if the packet should be sent
over Bluetooth. If so, the packet is placed in a transmit queue
and transmitted over the l2cap socket. The receive functionality
on the driver is not modified.

Phone Challenges: Another subtle difference between the
Android implementation and the AP is the issue of wakelocks.
The Android kernel supports the concept of entering a deeper
sleep when a wakelock is not held. When packets are trans-
mitted or received, we hold a wakelock. Each time a packet is
received we set a flag. We have a timer that runs every second.
If a packet is received during that time window, we hold a
wakelock for one second. In this way, the maximum amount
of time we hold a wakelock is one second when idle.

The client component is implemented with a queue data
structure. When new outbound packets need to be transmitted,
they are inserted into the transmit queue. A separate thread is
run periodically whenever the queue length has at least one
packet in it.

Bluetooth Availability Manager: The BAM is a userlevel
process that is responsible for determining the status of the
Bluetooth connection. Every 500 ms the BAM sends a BT
heartbeat packet to its peer. If a heartbeat packet is not received
within one second then the connection is bad. This could be
caused from the phone being outside of the range of Bluetooth.

The connection status is then transmitted to the Health Monitor
via a netlink socket.

BAM uses a select() loop to respond to incoming packets.
In order to precisely send packets at a given interval, we use
the Linux timerfd() system call. However, Android’s bionic libc
does not support this particular system call. Therefore, we had
to explicitly add support for this system call with system().

Bluetooth Notes: We made the best effort to obtain the high-
est Bluetooth throughput possible. Recall from the Background
section, that Bluetooth supports up-to 3 Mbit/sec. In our tests,
we were able to achieve 1.7 Mbit/sec, which is close to the
theoretical maximum of 2.1 Mbit/sec. We used l2 cap based
sockets with default options for the implementation.
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